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The aim is to study an adaptive finite differences scheme as presented in the paper of Oberman and Zwiers
[5]. The difference here is that our dofs (degrees of freedom) are located in the middle of the elements and not
on the corners, allowing us to mimic the piecewise constant functions space found in the finite element methods.
We consider a quad-mesh and add constraints on it such that our adaptive finite differences can be computed at
every node of the mesh [2, Chapter 14]. We denote in the following dz, dy > 0 the width and the height of an element.

We use the usual finite differences for regular nodes [4, 3]. We set g = « + dz and yg = y (see Figure 1).
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Figure 1: Illustration of a regular node with u := u(z,y), ug := u(zg, yg)-
We apply a Taylor expansion [6, Appendix A] around (z,y), and we get,
ure, ye) = u(z,y) + dz dyu(z,y) + O(dz?).

Then, we have the forward z-derivative of u at (z,y), given by,

Opu(x,y) = U(JCE,Z/EC)M— uz,y) + O(dx).

Similarly, we have the forward y-derivative of u at (x,y),

Oyu(x,y) = u(xs’yszly_ oY) L O(ay).

Now, we deal with the 3 different cases for the dangling nodes. Start with the first one, that we call dangling 1.
For convenience, we set xng = 2sg (= 2 + %dx, YNE ‘= Y — idy, and ysg ‘= y + %dy (see Figure 2).
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Figure 2: Tllustration of a dangling node 1 with u := u(z,y), ung := u(zNE, YNE), UsE := u(rsg, ysg) and v’ =

%(UNE + usg).
We apply a Taylor expansion, and we get,

3 1
u(zne, yng) = u(z,y) + de Ozu(,y) — Zd'y Oyu(z,y) + O(da® + dy?),

3 1
u(zsg, ysg) = u(z,y) + idfﬂ Ozu(z,y) + Zdy Oyu(x,y) + O(dyc2 + dyQ).
We sum,
3
u(rNe, yng) + u(2se, yse) = 2u(z,y) + 210% dpu(z,y) + O(da® + dy?)

Then, we have the forward a-derivative of u at (x,y), given by,

u(zNE,YNE)+U(ZSE,YSE) u(

2
Bpu(z, y) = T nY) O(dz + %).
Similarly, we have the forward y-derivative of u at (x,y),
uoswysw)buseuse) (g ) de?
Oyu(z,y) = G + O<@ + dy).

For the dangling node 2, we set zy :=z, yx ==y — dy, g ‘=2 + %dm and yg ==y — %dy (see Figure 3).
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Figure 3: Tllustration of a dangling node 2 with u := u(x,y), ug := u(zg, yr), un := u(zN, yx) and v’ = 2ug — un.
We apply a Taylor expansion, and we get,
u(zn, yn) = u(e,y) — dy yu(z, y) + O(dy?),

3 1
u(zg,yg) = u(z,y) + idx Ozu(z,y) — §dy Oyu(z,y) + O(d:r2 + dy2).

We sum,
u(xNayN) - 2u(xE7yE) = *U(Iﬂ,y) —3dz azu(xa y) + O(d$2 + dyQ)



Then, we have the forward z-derivative of u at (z,y), given by,

dpu(z,y) = 2u(zg, yr) — u(@N, yn) — u(z,y) N O( dy2>

3 da dv+ 7))

Similarly, we have the forward y-derivative of u at (x,y),

2 - - da?
ayu(x’y) _ U("Esvys) U(xE,yE) U(1'7y) +O(i+dy>

3dy dy

For the dangling node 3, we set x5 :=x, ys :=y + dy, zg :=x + %dac and yg 1=y + %dy (see Figure 4).
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Figure 4: Illustration of a dangling node 3 with u := u(x,y), ug := uw(zg, yr), us := u(zs, ys) and v’ = 2ug — us.

We apply a Taylor expansion, and we get,

u(zs, ys) = u(z,y) + dy dyu(x,y) + O(dy?),

3 1
u(zg,yg) = u(z,y) + idx Ozu(z,y) + gdy Oyu(z,y) + O(dac2 + dy2).

We sum,
u(zs,ys) — 2u(re, ye) = —u(z,y) — 3dz Oyu(z,y) + O(dz® + dy?).

Then, we have the forward z-derivative of u at (z,y), given by,

B B 2
2u(rg, yr) — u(zs, ys) u(x,y)+0(dx+di)_

ou(w,y) = 3dz dz

Similarly, we have the forward y-derivative of u at (x,y),

2u(zs, ys) — u(zw, yw) — u(,y) n O(diz n dy).
3dy

To Do

e Using Taylor expansion [6, Appendix A], find the 1d finite differences scheme of /() and v (z) (explain the
Landau notation).

e Write [3] the discretization on uniform grid in 1d of
—ou(z) + u(x) = f(2),
with a > 0.

e Implement it with DUNE [1] and solve it numerically.



Write the discretization on uniform grid in 2d of

—adiv(Vu) +u = f.

Compute the y-derivative for the adaptive finite differences method.

e Create on DUNE an adaptive quad-mesh with small elements near the edges of f (i.e. where |Af] is large).

Implement the AFDM in DUNE and solve numerically
—adiv(Vu) +u = f,

on the adaptive mesh.
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